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Use Cases - Results

Salient characteristics of Persistent Threads

1. Software, not hardware, schedules work: The current programming environment does
not expose the hardware scheduler to the programmer, thus limiting the ability to
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resident and thus allows global synchronization.

*All limitations listed here are applicable to OpenCL, while the newest version of CUDA coupled with the latest generation NVIDIA architecture has addressed some of these.



